**דוח מעבדה 8**

**שמות מגישים:**

סער ויקטור – 312392822

אילון בן סימון – 312162951

**תרגיל 1**

קובץ header:

#ifndef Targil1

#define Targil1

#include<stdio.h>

#include<conio.h>

#include<stdlib.h>

//structures definition

typedef struct Item {

int num;

struct Item\* next;

}Item;

typedef struct Stack {

Item\* head;

int size; //a current number of items

}Stack, \*PStack;

//functions declaration

void Push(PStack s, int new\_elem); //add a new member to list of the stack

int Pop(PStack s, int \* del\_value); //delete member from the stack and return the deleted value using int \* del\_value

void Err\_Msg(char \*str);

#define NUM 5

#endif

קובץ main:

#include "Targil1.h"

int main()

{

Stack s;

int i;

int del\_val;

int num[NUM] = { 1,2,3,4,5 };

s.head = NULL;

s.size = 0;

for (i = 0; i < NUM; i++) //filling the stack

{

if (NUM == s.size)

{

printf("The stack is full!");

break;

}

Push(&s, num[i]);

}

while (Pop(&s, &del\_val)==1) //popping out from the stack

{

printf("The deleted value is: %d\n", del\_val);

}

printf("The stack is now empty!");

getch();

return 0;

}

קובץ מימוש:

#include "Targil1.h"

//add a new member to list of the stack

void Push(PStack s, int new\_elem)

{

Item \*temp;

s->size++; //counting how many nodes in the linked list

temp = (Item\*)malloc(sizeof(Item));

if (temp == NULL)

{

Pop(s, &new\_elem);

Err\_Msg("Memory!");

}

temp->num = new\_elem; //initializing the new node

temp->next = s->head; //linking

s->head = temp; //linking

}

//delete member from the stack and return the deleted value using int \* del\_value

int Pop(PStack s, int \* del\_value)

{

Item\* temp;

if (s->head != NULL) //delete the node

{

\*del\_value = s->head->num;

temp = s->head;

s->head = s->head->next;

free(temp);

return 1;

}

return 0;

}

void Err\_Msg(char \*str)

{

printf("%s\n", str);

exit(1);

}

פלט:
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**תרגיל 2**

קובץ header:

#ifndef Targil2

#define Targil2

#include<stdio.h>

#include<conio.h>

#include<stdlib.h>

//structure defintion

typedef struct Stack {

int top; //index of the last member in array of a stack;

int\* Array; //pointer to array of members of a stack

int size; //size of the array of a stack

int count; //the current number of members

}Stack, \*PStack;

//functions declaration

void InitStack(PStack s, int size); //initialization of a new stack with capacity of size elements

void Push(PStack s, int new\_elem); //add a new member to array of the stack

int Pop(PStack s, int \* del\_value); //delete member from the array of the stack and return the deleted value using int \* del\_value

void Err\_Msg(char \*str);

#endi

קובץ main:

#include "Targil2.h"

int main()

{

Stack st;

int del\_value, flag;

InitStack(&st, 4);

Push(&st, 3);

Push(&st, 5);

Push(&st, 1);

Push(&st, 10);

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

Push(&st, 8);

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

Push(&st, 7);

Push(&st, 4);

Push(&st, 100);

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

while (st.count)

{

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

}

printf("\n");

flag = Pop(&st, &del\_value);

if (flag)

printf("\n%d was deleted", del\_value);

free(st.Array);

getch();

return 0;

}

קובץ מימוש:

#include "Targil2.h"

//the function initializing the stack

void InitStack(PStack s, int size)

{

s->Array = (int\*)malloc(sizeof(int)\*size);

if (s->Array == NULL)

Err\_Msg("Memory");

s->size = size;

s->count = 0;

s->top = -1;

}

//add a new member to the array

void Push(PStack s, int new\_elem)

{

if (s->count < s->size)

{

s->top++;

s->count++;

s->Array[s->top] = new\_elem;

}

else

printf("\nThe Stack is full");

}

//delete member from the array and return the deleted value using int \* del\_value

int Pop(PStack s, int \* del\_value)

{

\*del\_value = 0;

if (s->count > 0)

{

\*del\_value = s->Array[s->top];

s->top--;

s->count--;

}

else

printf("The Stack is empty\n");

return \*del\_value;

}

void Err\_Msg(char \*str)

{

printf("%s\n", str);

exit(1);

}
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**תרגיל 3**

קובץ header:

#ifndef Targil3

#define Targil3

#include<stdio.h>

#include<conio.h>

#include<stdlib.h>

//structures definition

typedef struct Item {

int num;

struct Item\* next;

}Item;

typedef struct Que {

Item\* head, \*tail;

int size; //a current number of items

}Queue, \*PQue;

//functions declaration

void Enqueue(PQue Q, int new\_elem); //add a new member to list of the queue

int Dequeue(PQue Q, int \* del\_value); //delete member from the queue and return the deleted value using int \*del\_value

void Err\_Msg(char \*str);

#define NUM 5

#endif

קובץ main:

#include "Targil3.h"

int main()

{

Queue Q;

int i;

int del\_val;

int num[NUM] = { 1,2,3,4,5 };

Q.head = NULL;

Q.tail = NULL;

Q.size = 0;

for (i = 0; i < NUM; i++) //filling the queue

{

if (Q.size == NUM)

{

printf("The queue is full!\n");

break;

}

Enqueue(&Q, num[i]); //popping out from the queue

}

while (Dequeue(&Q, &del\_val) == 1)

{

printf("The deleted value is: %d\n", del\_val);

}

printf("The queue is now empty!");

getch();

return 0;

}

קובץ מימוש:

#include "Targil3.h"

//the function adding nodes to the tail of the linked list

void Enqueue(PQue Q, int new\_elem)

{

Item\* temp;

Q->size++;

temp = (Item\*)malloc(sizeof(Item));

if (temp == NULL)

{

Dequeue(&Q,&new\_elem);

Err\_Msg("Memory!");

}

temp->num = new\_elem;

temp->next = NULL;

if (Q->head == NULL) //in case the queue is empty

{

Q->head = temp;

Q->tail = temp;

}

else //in case the queue isn't empty

{

Q->tail->next = temp;

Q->tail = temp;

}

}

//the function deletes nodes from the head of the linked list

int Dequeue(PQue Q, int \* del\_value)

{

Item\* temp;

if (Q->head != NULL)

{

\*del\_value = Q->head->num;

temp = Q->head;

Q->head = Q->head->next;

free(temp);

return 1;

}

return 0;

}

void Err\_Msg(char \*str)

{

printf("%s\n", str);

exit(1);

}

פלט:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARsAAACZCAIAAACQQAkRAAAAAXNSR0IArs4c6QAAFkdJREFUeF7tnT1sK0sVx9dXSNSIgiesm1tcQYIedDTLTXEdGkgqJJ6ll0SkddJRuHBEaCLZhbtX+FoCIUUkEYooXuOUSYpE2yC9NhEy0s3VCgQFbQqk8D8zu+tdf83szqw3ts8279149sw5/5kzX+v9udTv95+enh6//uoXh12HL1aAFTBToBRl1BetMzNTfDcrwAo4r1gDVoAVsKgAZ5RFMdkUK8BzFPcBVsCqAjxHWZWTjU1QoLS21Tq7uTlrHayVFlukdBlV2mrdQJaDtRmLElar1Ril0toBGi+64G5J68a8g0oVhbkzL0qH1Y1tt+w4Zffdxqp5aC/ZwiCjhhsg1ifpf19Mv5yZmjSqnt20tl5ENs4s6pwqerg693zH8b27q4ecqlCaXds6oHky5ykh3RyldPolFHh+vu/svMdVqdQu0IqZrzcrZQyrc3tZ08GGAs/3vQYaZafRuX+2YS+FDUwVcsnZrVdpnsz5GmRU1ACDvuhf1CoV6pu4diDFrLXIOXY2vxwKbO5165RKvtduGw2xWnJlnKOwVZETKM2htNtMLI2i6VV8fNbaSr3vEhYGm6G6OxyMpSrCpW3MSblXxNWt0oDm1q9j61+sAQeRKn1QRjGpiUqBE4nqUDj4e7gCx+ib1EmEob1pHLsrlnvQ+FpXGeaUjqa5l5ML7KgxWgdjogh2x2cH8SbQ6uOXtxdIplplp9Hra91gVChTRr07uu4OJtCyW+2e7kcNiSZJTK/lslvvoon03QwtTJyh7VUROpXdyYkWlFFMEeT5uXdCo6m7vZ/Yx6/ub2Ns8e+u5HphsymUHugkwmhu6kutLGkutbIKZBPNIbEo3Gp9bySI1Y13VKRcXU8ZH8TsIJlmtdrMklFlRO97F+0arQ9rbY/iDI5wMJAcYWgXQ4JcLVIB0Tc0j00DC44v7cslqKgjuKxVMcHJ515D1is3YV47XPfS3xo90ZWVPiijUPazh6s7VA9do6EK473oVN75h2hzL5ohLjXNqrpSK31Qhqm0oNzLYdZdx4oMbVGJOgz1mE8jpqUg6Be3l8pqiyyQJaMQVW33sNO7h+PYcYrRtPz6LYUhBhL/4vgwGhJQ4PAYJcKcUwW7uUeLLa+9K+1TFc/B/8h/mlcxAwvKKFQyQNjOOcaRuGxylPZuZVbjwma/AZnC0RdS38aGHmUVygLmQimrcJz+J+o+K+ubwWz8fE+HGJ3e8KY9OG+iT170fj5LRkWrjlG93r6mhw7VbnzvcYMlIv1V5tzUC8PwmxWU8KaMQ4ZVwHreFnSiUClBn19SfgxSKujfJ4MhmvZR8Q3Izc3ohlOnokllzIVS1o7h8sPxheeLrYHYdGMPpb8VVNqffYEsGTV7L5e0xkua/uXCL1jyYTALV3xYLzWvkxuQ+ZQJkw8O1mvtCyQWHgFX693u9en8PgbMI6Po0D04c4//p9FTtjhGrI+PKLXyJrYhF0vtoVuzVxEaytGCdhQKPWCH9g5ylhIzFLZQ0TMMeUoh9psDteMbTqXaowXCrVr8E3OhtBy573WQWHhkhdSixKo3U5/padWTeyHLGSUXKtWjJqbubL7LZXX1KDg8xLLm9DqxljGvIpUFHLfhKHcoFqUFZRSa4jx8wGaKUkom1Ohi2H/82BezFj3GPGiJJNO+Ai/3ZIBYQjZP5SOD4FKGqV3TxILiMUxipfdwKY8ghq/sp+fmXqaxMP6NQ4xV+xDXwQnEYFAk0bda6N4YtfC8N6qFDlirZRzW4CAMf8TjnHGreTrN0HleLhYzQwZ8z3Ncl7yRFqZXIZ0cJwJ8PJT7Wh0n0YTJDob7dC3oRKHZTOTqihDgsY2zxuiuce7JDwOplToErZx8SOH7Ps5yrbWmqi0mRuElgkVUspvJNpA9TfMa1xbBrUM9WdPg9GKW5yhUhsNnOv7M+vUfPD04lAfusnfQ8fDuSfIw1bAKTSexvt+tYW0/PpLpPuhEodl+NFGUXbfsX8TOJHAv3DvGAinyzqenAYnnDKoKxKnAQOpA63NadkeXudTTvZBRxEVGHPTgZGSPMC+n5/xWvKrf8eesQBoF7M9RaWrnsqzAoinAGbVoLcrxFKsAZ1Sx+nPti6YAZ9SitSjHU6wCnFHF6s+1L5oCnFGL1qIcT7EKcEYVqz/XvmgKcEYtWotyPMUqwBlVrP7LUjvz+sa3NPP6TDKAeX3M63uJHEmTPp3qXub1pZJreuFieX1Dr2ZKwI3F6OKmFnDVp2Qb6ErJvD5dpdTlCuX10VsqcTaMANycaoJP1LElSzCvL61iXH7uFOh/kt+rr9CrmeAACSRPuTrKW7IRWcY5inl9EF8JsmNe30vg9Yk1i0DciFfjMFvSa5y5XZkyinl98gW4OPV3hPjHvD7NTps3r0/TDVvFXr19++u/JN4xU1tmXp8SZMe8PtmNlHvaQnh9m4JbMg24pU6CiSUwR31z/MvP01lgXp8KS8i8Pu0eNWteH54AETPBa6d6tV47nEy/cci8vukgO+b16fe/GfP6kE6nyCdMCYd5kWlpH/W9L/+gLwGXnJ0CzOuzqjUeMALpA2DHEI/IaiXOtxzns42NHzn//ps9u7rYo9EaA9JdWfD6QtrSBF6fFllpclDZnQxtTrNA1EF1FArJJa+vWgVcDKRzgRdrj+P1HX+ImNgTGE+6bTuB12cotVbt4PURsk+coB7hyAe8vssAXKV1v6pQgFIC3ebwMtffbcp01jfZe3PCm5J0Z15FKgvM6zOhL6r6Of0mQ968PvmFCZDJAIsCYinXdEK8+C7GZ1/+4a+/+fefv2idRfEzr4+kYV6fHthwStqomYFjRBb2LPL6JjIDaT8VJ08q81+ngOU5ClUaEt50SHeGVWg6ybw+TaF0+tmkMgvI6xs7R5loxPeyAsusgP05apnV5NhZgVf9/t3vfvYdFoIVYAWsKMBzlBUZ2QgrECjAGcVdgRWwqQBnlE012RYrwBnFfYAVsKkAZ5RNNdkWK8AZxX2AFbCpAGeUTTXZ1iQFmNc3Xhnm9ZnkDPP6mNfHvL6b1lZeYDeT5Jy7e4vl9a1J9mJ4Ma8vXf9Rsg10zTGvT1cpdblieX17CVyfIyg71zmNlczrU/cGLjH3CuDVqFoNsD7i9YXAPnd9M4+4Mp5MMK8PjcG8PmWPfBm8vl5jB28aBu+EYwlzmSewL1NGMa+PeX3KZNIuMGNeX2ltbb8p6C0nucBbsmQU8/qY16cJDVfuaWfG6xMHrXRdd7vVFSwC84JnZMkoepl49xDUWwxD2HGeEEa6/PotDUqrKpCdcuRSku7Mq5iBBWUUSh3wciuxhMvAtoRlhd8AN/YEbRgXrWbQDPfBP9EWt1bxw+ZCKcN0nFnz+silPH9JACyk1JeK1+dUu9fVUauUcyHfaEKdOqQ7wcrLXgXuzdtCqeS8WUE9ptBSEGbqrouU6og9QNC/Y2sVyLXZPNp2y6RIDpe5UEqnJK/v9RHgR92buuP73t35ydXlg3W+CkgKPeENiba/t111q93mx4pN3JIMNtMcpdSJC1hRgHl9VmRMGkEO9zqNY1pY5XLal0dGYVFIPysyfDXkGDHtCnh9juD1hdcEXl/GKkKr2Z1UWtCOQq0GeH3Bwk/MUN75OF5fTO222apvAq/PUGpVq4vPCdbX2Nl5/178GA2WZc0tzPVzeFnOqFQovLFyMa8vLssDnfPSXkom1O3I6ZT/+LH/IBYz+F7AQWubEPnaV6D1nvzBP3z1Dr9cVo2tIM1bU+nKDHh9Qz5g1MA3KI4oTtNl+djoSv1+/+np6fHrr5jX54gjl0640WdeH3rMBEitLpH3BfP6dENQDgpDBSzPUbBuCNNjXt9QC9FEUXYJ1518fiJJdz79XJ+4sKnH9wLSLPvEqUDbG1ig3wHcPU/89pFhayq7YwG8PghFv3eY1+n5+DlKKQQXYAVYgbEK2J+jWGhWYJkV4Ixa5tbn2O0rwBllX1O2uMwKcEYtc+tz7PYV4IyyrylbXGYFOKOWufU5dvsKcEbZ15QtLrMCnFHL3Pocu30FOKPsa8oWRxVgXt/4XsG8PpNsYV4f8/qY18e8PpMxZHBvsby+yA98+znA9rW27AQ2YmUBV31KtoGulMzr01VKXa5AXt8gnUpbzcTbKmq3M5RgXl8G0fiWuVRgkxBIjndBr+/md2Wco5jXhyZhXp+yX74EXp90EkcAAilWO7xSem1UIFNGMa+PeX1GvS5x8wx4fQArSETf8QfxwnOeV5aMYl4f8/rmiNeHeXL/FPnktXcHlI78cipLRjGvTwmyY16fdpfNnde3uk9QCa9tHyQ2NsYsGaXi9ZXB64udu4PiSZiMgJE5VWltXl/2KlC/wNDlaEEnCp0OJ8EpEQJzLK8v8SsuNze09bZ3mQul9EXy+jyfmJToM/gdmoOttTV7FKRgNeG1G72AE6p0ybBAlowyrJJv11WAeX26Sk0sJzm8jluPhng5vod/wU/eWGaY5ZFR2VF42qS77FWE2udoQTsKRX+BHeb1GefUrA1Yzihzwhvz+uJdgHl9kRrB1x3ODlLNKvcdQDUTV6Umnkd5bfFXLAYtrwZLP/j9Hys//smv/v4n5vUxrw89zfd9nOV67YrceCwAr29okgowjMgoDchxhgnO8hwFDwwJb8zrG2pF5vVJQR5oBUyD3ihYN0O/z++W8XNUfvWxZVZgsRWwP0cttl4cHSswXQHOKO4hrIBNBTijbKrJtlgBzijuA6yATQVefdf53zf//I9Nk2yLFVhiBV799NvOf//1jyVWgENnBWwq8Oq377//Q5sG2RYrsNQKvHI++7y9+/Ol1oCDZwXsKcAnE/a0ZEuTFWBe33htmNdnkjXM62NeH/P6mNdnMoYM7i2Q1wfIRCv+Amz0//kg+xZw1ce8PtmRrelgI6deAq/PRhxqG8zrU2vEJRZBgeCFqNi7Ui/qbQ7m9aGTMa9PmWkvh9endNVWgUyrPub1Ma/PVgeklxrPunW3TPAHeZXdan1vc7iCgBhRrq6PfGTPFwuWsmQU8/qY1zdHvL4gSwbwljNJXLKQPeNMZMko5vUxry9inhn3y9x5fSMeYkbALNg9y+es71sZFFHx+hzw+qqjdl+/dZz76dXpkO4ERC57Fbg3bwvgVb1ZQT2e4fvbeB++7rrou5170m0sr2+zebQdXzFlaM7Jt5gLpXRH8vpeH1WJ11cH5cK7Oz+5uny4twdUAWeh8b4XeYI+trq/hwrL7vbB2mXn3jK5JdMcpdSJC1hRgHl9VmRMGkEO33ca54CLakFZU3uQR0ZlR+Fpk+6yVxEqlKMF7SgUrcW8vtTd+QXcYDmjmNcn21RJHdRseub1DVZr8ucJU/L6RnUura3hdJFw1v7FyaVmO6QoVur3+09PT49ff8W8Pub1oeMsHq8vAPQNJYXvtY8Pe7Y3UajE8hwFi8zrgwg61EHNcY95fVIoW7w+DBleu1bbzSWd4Of4OUqzsbkYK8AKDClgf45iiVmBZVaAM2qZW59jt68AZ5R9TdniMivAGbXMrc+x21eAM8q+pmxxmRXgjFrm1ufY7SvAGWVfU7a4zApwRi1z63Ps9hXgjLKvadzi8nDq8tVxfqyny6iieH3zo+ewp6sbeH2JXvS294re/IpRsOchZqyV6rex0zo9yKhhyMYQ4uwM70GX0lrn8gVy6hZJfPq6+Nl8sBPTzVGL1EiziWV5OHX56vlmJYZ2ybcqQ+vM6zMUkG+fNwX8T/08Xc44R82Y1wd6zRneNVujZefYvZx8Gw0L5EirKTA9cwvKFrHIqZtUl4wCIccjPcMLeUKlmA60XgovAQESq/fo9lH7o2JOj3eS1HLfgmZbO2gJF8TOAes38f+tA6IRjY0CH8ooIr5yt0pwEbd+HduL0HYo3BoFfSPyM/h7EVuVTBk1c14f6DUDnJuyO2vA9JQ20Ku6ddA9woLA5wAtYpWeo8mpm+7qyvZp3M9yuVo/2o92vOjRoyi87qkoIF4zXnmzOsG+7kiuFurdUTcQslzdazaB5qMqgSPai04IhqLAh/VuU+f8AO+hnVwgjvLQwc/q/jZe0vXOP1gkwCj7jCyQJaOK5fUpA1PC9GZgQckcxyC6jq6Fl98qFQkOrtRqbc//pHQuWUC2RbtGRiowQH016F3o6+Ld7+BTFKjVLjzqftWj/VXn4eNjyC4JZtRwRBcIpMePD2pXdKQmD8kF4ZvruvhHRf5jkM6JKCo1yhHH3d5fJYqRuOSfcGcCsix4SfJNRAQdjSMIZ+MdQhhlUYlRJOcrS0YVy+tTCqKE6c3AgrKKEEWxsr4ZzBJA9PQaO51eStgVCDTh66g4BZEDNjhuYa/yL2LvfgMCdHgcDemx7iV5rXQf3UhoNL0pSk9qr314+SDnRMqKw94oOQwpF0UheGNBGBo6Pt93CGwUn6VCDtuYijQMGhbJklEqXl8ZvL742fu1WAWL9lJcOrw+lQ2J48vuA+ybW1A6KTl1ni8Wk9hViA1OhucTk9tCBIGPh6aa4OXy0MGVN1Qpyvqe57gDAPLjR531kpZQ3u2gZ0+ApSB/E9WJ+RNzmKYgkhcULfxkQo1ErmwTOwWyZJSdmpfeCgbXxs77WvuClmKCctq9Po0fruSs0GDZt7nu+ncn6JYipShN9KaonB3UNy/BhmJjhuX0HgZw73wi2lJvsNCvfKhkHhmVHYWXjXQXrnDioaXzwdxC5ga473WQWDvYKrSpV7h1rR25RnUScDbyVQ25wBO9KjybEAl19UAjPVJqVfBwU1zppNYyDI9QTrvrB2BDOSDQveOnwmBzm8+P3ERxWc6oGfD6QhbeXnDAurbVPJWHq8Gl9iGg6RlY0OoX0wqJxw+Jld7DpdhiW7rCToZTiGZ0no5jbimV3LMHk9SGTCjHkSm1QR5onUvIO+igA1WYgflfv40WePh6xOkEmh4OK4aeDURqCbAhvN/fp4Qav+ILTu5xNJ/nt3+ycM+nNDoOZ9rrN6B117tuPVGOdtA6jGmSpooT1jg7XazxadQSF+0EqlXagFxHVUjKnPxc7YO5BVW/x4OUa+oW0RWFg/OqYGu+UoZMWOwlbcV3Hapapn/+gI3aOyRQQijcgsO/hjz/oJHFdas4frsV25geQOv1KpD1/p3eQ9DpUn/QOC2UIYz4iFnmON5bghbDs4FuJNhASWr0Z3IewcB7rz3h0BzTl3ishamsNwChm6k8crflOQr2LfP66PB39yR2qCz29DhnDkPxvQuUOKetbHRN98HcgnkjYBN13MYGajArASOHQN7bW5NQmLt0Ip+oo13biaqQBwCxY2Yx5+DSnKKoqGFzjyopcXo7ncSPTkCuXTr6nzaJi81UPJoR2wgPJXzTX3iY3vrzwevDk8q6qzvLmXd3tjAzBeRkjqYdSqEMDlg0laH26Bb7c5SJN3wvK5BNgXD3ha9JaK81s9WkuoszSqUQf/6CFcABj/zSIn3ZinaI4x4fz9Z/zqjZ6s215aOA2H3tBicu+VShaXU+9lGawXAxVqBwBXiOKrwJ2IGFUoAzaqGak4MpXAHOqMKbgB1YKAU4oxaqOTmYwhXgjCq8CdiBhVKAM2qhmpODKVwBzqjCm4AdWCgFOKMWqjk5mMIV+D+bvafB4xAUcgAAAABJRU5ErkJggg==)